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Abstract

Projects and individual users often struggle to keep track of their deployed software and update
vulnerable versions quickly. Nix, an increasingly popular package manager, provides a rigorous
approach to dependency management and transparency and could be used to improve this situation
significantly. However, updates to its build instructions are not cryptographically secured and thus
give way to machine-in-the-middle attacks. This thesis demonstrates that instruction updates can be
protected from these kinds of attacks with minimal changes to the update mechanism. It takes Git
as the basis for distributing versioned and signed Nix code and explores multiple ways in which the
origins of downloaded instructions can be verified automatically. The work contributes a structured
analysis of Nix instruction update security based in literature. From there, it derives novel interfaces
from Nix to two preexisting Git signature verification solutions and presents a new tool tailored to the
needs of the Nix ecosystem. Although not all attacks on Nix expression updates can be mitigated by
the suggested tools, they can provide a practical security gain for Nix users. The findings may help
conceptualize a path towards a higher security standard for Nix deployments.
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Chapter 1

Introduction

IT security encompasses a variety of specialized fields, each focusing on the protection of different
aspects of digital infrastructure and data. For example, while application security aims to protect
software from vulnerabilites through secure coding practices, network security safeguards data as it
travels between computers. Supply-chain security addresses the protection of hardware and software
throughout their lifecycle, from production to deployment, and will be the focus of this work.

Although each field plays a critical role in creating secure systems, supply-chain security is moving
into the spotlight[36]. The challenge is to not only find mechanisms that theoretically could prevent
compromises, but also to integrate them well enough into systems to provide protections in practice.
Nix, as a modern package manager with conceptual clarity, may be well-equipped to rise to this
challenge[42]. Tt allows users to audit the build process of programs and offers robust protection against
common attacks, such as compromised artifact download servers.

Users write Nix expressions to build and deploy their programs and even operating systems[51]. To do
so, they commonly heavily rely on other developers’ work. This is especially true for Nixpkgs, which is
a collection of expressions, that is used as the basis for most deployments. As with most software, Nix
expressions are commonly distributed via download servers by their developers. Users can reference the
expressions’ URIs in their own Nix code and cause them to be downloaded on execution. Typically Nix
will ensure to always download the same version of an expression. However, often users need to update
the expression version to receive bugfixes in their dependencies. This in turn has the consequence that
successful attacks on an expression’s host server could also easily compromise their consumers. So while
it is common practice to trust other developers not to provide malicious instructions, Nix users are
also required to trust the distribution infrastructure. It would be trivial for an attacker controlling the
download server or the respective domain to provide expressions that result in insecure or malicious
programs.

When compared to other package managers’ practices, this is a significant shortfall behind industry
standards[12] and presents an obstacle for adoption in more security-sensitive contexts[52]. The past has
shown, that even security-aware projects are vulnerable to attacks on their distribution mechanisms|29,
41]. With supply-chain hardening efforts for Nix on their way[28] and moves towards even more
community-owned infrastructure on the horizon?, it is important to secure Nix deployments against
them.

This thesis is concerned with ensuring that the expressions a Nix user downloads are the ones they
were intended to obtain by the developers in the case of an machine-in-the-middle attack. It therefore
focuses on integrity of the expressions and is not primarily concerned with their availability nor their
confidentiality. I propose to empower the user to verify the origin of a given Nix expression. This
can be done by enabeling authors to cryptographically sign them and automatically checking those
signatures against pre-known keys. It would thereby be possible to exchange expressions via distrusted
infrastructure and reduce the attack surface of updates significantly.

Thttps://lix.systems
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I approach this by using the Version Control System Git as a basis for authenticated expressions,
as it is already widespread for Nix expression distribution and allows signing content. In this work,
I introduce three distinct ways to allow users to authenticate the authors of Nix expressions when
including them in their own code. As the simplest solution I propose a Nix interface to Git’s own
signature checking, which has already been included as an experimental feature. To prohibit more
attacks as well as enabling signing for larger projects, such as Nixpkgs, I also derived a novel verification
tool, Git-Verify. It is based on Git’s signing capabilities but can realize more fine-grained permissions,
provides key-management and puts an emphasis on simplicity and usability. Thirdly I distill a way to
include the verification process of the Git development security tool Gittuf into Nix. Additionally, I
present a modification to the locking system Niv that prevents malicious actors from downgrading the
deployed signed expressions. I find that, whilst not all attacks on update integrity can be mitigated by
these measures, the tools provide an immense improvement over the current situation and could help
make Nix deployments more secure.

The remainder of this work is structured as follows: in chapter 2 I will provide some background on
update security and further introduce Nix and Git. Chapter 3 will then define the threat model and
describe viable attacks on Nix’s distribution mechanisms. In chapter 4 I will introduce my solutions to
the problem, which I will then discuss in chapter 5. Chapter 6 will conclude the thesis.



Chapter 2

Foundations

To follow the rest of this work, the reader requires a fundamental understanding of the tools involved.
This chapter first attempts to provide an overview about the aspects of Git (section 2.1) and Nix
(section 2.2). Readers already familiar with the tools may choose to skip those sections without loss.
Section 2.3 provides context on prior work in update security research, which will be built upon in
later chapters.

2.1 Git

Git! is a Version Control System (VCS) and is commonly used for developing code and other text-based
projects collaboratively and asynchronously. This section will introduce basic concepts of Git, such as
commits and tags, along with their formal denotation.

Git projects are organized in repositories, folders containing files and additional metadata, including
their history, contributors and settings. A project’s history can be described as a directed acyclic graph
(DAG), where each node, known as a commit, is a state of the project with additional metadata[1:1].
Figure 2.1 shows such a commit graph with two diverging development histories. I will denote the set
of all commits of a given project as Commits.

Parents are other commits, which a given commit is based on. The changes from a commit’s parents
to its own state are the work that is represented by the commit[1:9]. The set of parents of a commit
¢ € Commits will be denoted as Parents,. For the example in fig. 2.1 is Parents,, = {c3}. All
commits in the transitive closure of the parent relationship are a commit’s ancestors.

A commit’s tree references the files, that are contained in its state of the project[1:9]. It can be viewed
as a snapshot of the respective file tree. For a commit ¢ € Commits its tree shall be denoted as T'ree,.

A commit contains the following metadatas:

e the commit’s parents

e the commit’s tree

¢ name and email address of the author, who is typically the person that came up with the change,
and the time they created it

e name and email address of the committer, who is typically the person adding the change to the
repository, and the time they committed it

o an arbitrary text as commit message

Commits are referred to by a hash sum, that is calculated over all attributes. Changing any attribute
would also change the result of the calculation, which means no part of the commit can be altered
without changing the name of the commit. This principle is called content addressable [15:10.2]. Git’s
implementation relies on the SHA1 hashing algorithm. Even though a viable attack on SHA1 for a
subclass of files was found[58], Git’s usage of it is still considered secure[31].

Thttps://git-scm.com
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In addition to the previously mentioned metadata, a commit may also contain a cryptographic signature.
This attribute allows a developer to sign all other metadata attributes (parents, tree, etc.) using their
private key[15:7.4]. Other Git users can then check the signature with a known public key to verify,
that the creator of the commit was in possession of the corresponding private key. The Git command
line implements support for signing commits with OpenPGP[10], SSH[53] and x509[16] keys as well as
user-defined tools[32].

Commits without parents are called initial commits. In fig. 2.1 ¢l is the only initial commit.

Commits with multiple parents are called merge commits, as they bring together two diverging paths
of the development history. In fig. 2.1 is ¢5 a merge commit because |Parents ;| > 1. Sometimes Git
can produce the merged tree from a given set of commits automatically (without requiring conflict
resolution from the user). This is for example the case, if no file was changed in multiple diverging
paths. A merge commit produced in such a way will be called an auto-merge. An auto-merged tree of
commits C's C Commits is denoted as automerge(C's).

Commits can be referred to by references. References are not content addressable, but instead a way to
link to a commit in a human-readable and mutable form. Branches and lightweight tags are forms of
references, which are then interpreted accordingly by Git. Figure 2.1 displays the two branch heads
main and feature as well as the lightweight tag v1.0.

Tags are objects that also refer to a commit by its hash. Similar to commits, a tag contains information
on when and by whom it was created and additional free text[15:2.6]. Tags can be signed as well[15:7.4].

@ heads/feature

Figure 2.1: Commit graph

tags/v1.0

2.2 Nix

Niz?[26] is a high-level build tool that is derived from the functional programming paradigm. Specifically,
Nix models each build process as a mathematical function. In this model, the build’s dependencies
describe a function’s arguments and the build artifact can be deterministically calculated from them
through the build instructions. Nix can be used to unambiguously define build steps of artifacts, such
as software binaries or this PDF, and therefore facilitate reproducibility. Amongst others, this is useful
for enabling reproducible research in different scientific disciplines[3, 8, 9, 21, 38] and provide better
testing[7].

This section will define the aspects of the tool, that are needed for understanding the thesis. It will start
with the basics of expressions, components and reproducibility, continue with Nix’s central expression
repository and end with describing the relevant update mechanisms.

2.2.1 Nix Expressions

The Niz language is a domain-specific, dynamically-typed and functional programming language. It
is used to unambiguously define build steps[49:5]. The language is kept simple and will feel mostly
intuitive to users already familiar with other functional languages. Listing 2.1 shows a simple expression
that evaluates to the string "the result is 3". Expressions of the Nix language are typically stored

2https://nix.dev
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in files with the ending .nix. They can be evaluated using the Nix executable, which is written in C++
and will be called CppNiz[37] from here on to avoid confusion.

Listing 2.1: Simple Nix Expression

let
f = {a, b}: a + b; # function definition, adds arguments a and b
s={x=1;y=2; z = 4;}; # attribute set (a. k. a. map, dictionary)
result = f {a = s.x; b = s.y;}; # apply set attributes = and y to f

in
"the result is ${result}" # String interpolation

+

2.2.2 Components and Derivations

The primary building blocks of Nix are components, one or multiple files managed by Nix[24:2.1]. Com-
ponents could for example be a program’s executable files, a configuration file or a directory containing
source code. They are stored in the Niz store, a subdirectory of the file system (usually /nix/store),
which is designated for that purpose. To ensure multiple versions of the same program can coexist, Nix
uses cryptographically generated names for components. How those are calculated differs and will be
explained later in the chapter. These names of components are called Outpaths[24:2.1]. For instance, a
the component Bash 5.2 might have the Outpath /nix/store/5jw69mbaj5dg412bj58acg3gxywiszpj-
bash-5.2 and will therefore be stored in this directory by CppNix. The executable(s) of a component
are usually stored in the subdirectory bin, so that the full path to the Bash 5.2 executable would be
/nix/store/5jw69mbajbdgdl2bjb8acg3gxywfszpj-bash-5.2/bin/bash.

An expression might evaluate to a derivation, a “specification for running an executable on precisely
defined input files to repeatably produce output files”’[49:5.4]. The dependencies of a build process,
like a program’s source code and possibly a compiler, must be specified as components (or derivations
thereof) themselves. Such a ‘recipe’ can then be used to realize the component by executing it. CppNix
will first realize the derivation’s dependencies and provide them to the build process before performing
the actual build. The produced files will then be stored at the component’s Outpath.

Listing 2.2 shows an example of build instructions to produce a simple program The derivation only
depends on Bash (line 1), which in turn depends on a multitude of other programs. In line 4 the desired
Python print statement is written to target file to produce the component. The resulting program
is a Python script that prints Hello World! on execution. Note that, because Python isn’t used to
create the build result, it is not a dependency of the component hello. Figure 2.2 shows a part of the
dependency graph of the component from listing 2.2. To build hello, CppNix will first need to obtain
Bash, which in turn depends on multiple other components, including Bison.

Listing 2.2: Simple Nix Build Instructions

{ bash }: # list of dependencies
derivation {
name = "hello";
builder = "${bash}/bin/bash";
args = ["-c" "echo 'print(\"Hello World!\")' > $out"];
system = "x86_64-linux";

simple-derivation

Figure 2.2: Partial dependency graph of Hello




When realizing derivations, CppNix will always first perform a lookup for the components Outpath in
the Nix store. If there is a match, the derivation is not build to save work, as Nix assumes the result
would not differ significantly.

2.2.3 Reproducibility

For this to work, Nix components should only depend on their defined dependencies, coming closer to
the ideal of constituting a mathematical function. To help achive this, CppNix enforces constraints on
the build process: either it must be performed in an isolated environment or its result must already be
known before the build. Both mean, when assuming perfect isolation and deterministic computation,
that Nix will always produce the same output for the same derivation (or fail).

Derivations are realized in isolated build environments by default. For non-fixed-output derivation-based
components, the Outpath is defined by a calculating a hash for all input attributes, including the build
script and its dependencies, and appending the component’s name. The exact specification can be
found in [49:10.3]. As dependencies are referred to by their Outpaths, changes in any dependency
propagate to also change the components Outpath.

If however an outputHash is part of the derivation, CppNix will not isolate the network in the build
process and instead check, that the resulting file’s checksum matches the specified hash[49:5.4.1]. This is
mostly used to download files, which would not be possible with full isolation in place. Build instructions
with an outputHash are called fixed-output derivations. Contrary to non-fixed-output derivations, the
Outpath of fixed-output derivations depends only on their name and outputHash attributes, but not
on other attributes like their dependencies and build instructions[49:5.4.1]. Conceptually, this can be
described as constituting a constant function. These properties will be relevant later to understand
their limits in the context of verification.

Listing 2.3 showcases a simple fixed-output derivation. When realizing it, CppNix will download the
Nix source code from the given URL using Wget. If the downloaded file does not match the provided
checksum, the build fails. Figure 2.3 visualizes the derivation’s dependencies, where the double border
of nix-source marks it as a fixed-output derivation. As a fixed-output derivation’s Outpath only depends
on its name and outputHash, the Outpath of nix-source would not change if for example Curl was used
for the download of the same files instead.

Listing 2.3: Simple fixed-output derivation

{ bash, wget }:
derivation {
name = "nix-source";
builder = "${bash}/bin/bash";
args = ["-c¢" "${wget}/bin/wget --output-document $out https://github.com/Nix0S/nix
< /archive/refs/tags/2.19.4.tar.gz"];
system = "x86_64-linux";
outputHash = "sha256-5pmoYP8A7XmBKbeSENOY+HASPphPH34U71tbPdyeODg=";

% bash } { nix-source |

Figure 2.3: Partial dependency graph of nix-source

2.2.4 Nixpkgs and NixOS

Nizpkgs® is the central Nix expression collection and contains build instructions for more than 100000
packages[43, 44]. Additionally, it provides the user with Nix library functions and includes the build

3https://github.com/NixOS /nixpkgs
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instructions of NizOS, a Linux distribution that can be configured through Nix expressions[27]. Nixpkgs
is developed collaboratively by thousands of contributors through Github.

2.2.5 External Expressions

The Nix build system can use external expressions, Nix code from files that reside outside the local file
system. For example, most Nix expressions import derivations from Nixpkgs to make programs available
in the build process. Another common use case of external expressions is building and updating one’s
NixOS system from external configuration files.

The distribution of expression files can be described with a deployment policy[26]. While different ways
of getting the source to the target can be employed, such as plain http downloads, I will focus on
updates “through a version management system”[24:2.5] using the example of Git. VCSs give the user
greater flexibility with respect to which version to deploy while also making the history available, which
is necessary for some verification schemes described later on. In all common use cases a Git archive is
provided to consumers of expression, which means this narrowing does not impact the applicability of
my findings to a significant extend.

Also note, that users will usually use the transparent source/binary deployment model (substitution)
described in [23], which allows them to download prebuilt binaries from a trusted source and thus speed
up the build process. As this thesis is only concerned with the secure distribution of expressions, I
will restrict considerations to the simpler source deployment model described in this section. Because
substitution is only an optimization of the later (as per source/binary correspondence[23]), the results
are valid for both models.

External expressions from Git are included into Nix code either directly though fetching functions or
mediated though a locking tool. Both will be introduced in the following subsections.

2.2.5.1 Fetchers

Fetchers are Nix functions, which an user can use to reference external files. They are regularly used
for including source code as well as other Nix expressions. To ensure a fetcher always evaluates to the
same files, it can be locked by providing a checksum of the resulting files. This will have the fetcher
always evaluate to the same files or fail, in the case they’re unavailable. There are two kinds of fetchers
with some similarities in usage, while differing in their implementation.

The built-in Git fetcher is defined in the source code of CppNix as the function builtins.fetchGit.
Listing 2.4 demonstrates its usage. On evaluation of the shown fetcher, CppNix will download the latest
Git repository from the given URL. It is then able to evaluate the outer expression, which will yield
the content of the Nix Readme as a string. Built-in Git fetchers can be locked by passing a commit
hash as rev (for revision)[49:5.6], as shown in listing 2.5.

Listing 2.4: Nix expression with built-in Git fetcher

{ readFile }:
readFile
"${builtins.fetchGit {url = "https://github.com/nixos/nix.git";}}/README.md"

Listing 2.5: locked built-in Git fetcher

builtins.fetchGit {

url = "https://github.com/nixos/nix.git";

rev = "5b99c823ef95babc642ae105815d5acd4£093aa3";
}

The Nizpkgs Git fetcher looks similar to the user. However, it is implemented as an expression in
Nixpkgs, instead of as part of CppNix. Because fetchers are typically supposed to make external files
available, they must have Network access to download them. Consequently they typically evaluate
to a fixed-output derivation and therefore require a checksum. Listing 2.6 contains a locked Nixpkgs
Git fetcher. As can be seen, the function is named similarly to the built-in fetcher (fetchGit and
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fetchgit). Line 5 contains the checksum that is passed to signal CppNix that network isolation is not
required for this build. The whole expression will evaluate to the Readme of Nix at the given commit.

Listing 2.6: Nix expression with Nixpkgs Git fetcher

{ readFile, fetchgit }:
readFile "${fetchgit {

url = "https://github.com/nixos/nix.git";

rev = "5b99c823ef95babc642ae105815d5acd4£093aa3" ;

hash = "sha256-0baVDDPtn0eIEOt7m40Vk5G+0S6d9qYh+ktK67Fe/zE=";3}
}/README .md"

Unlocked fetchers are automatically updated if their target changes when the local cache entry
expires[49:5.6]. Contrary to that, locked fetchers need to be updated manually by changing the target
(i. e. to a different Git commit) and, in the case of fixed-output derivations, the respective checksum.

2.2.5.2 Locking tools

For our purposes, Nixz Flakes[49:8.5.13] can be viewed as a locking system for Nix. To include an
external file, the user can specify a location, such as a reference in a Git repository, in a format called
flake URI. Flake URIs include a specification of the built-in fetcher that is used to download the content
they point to. Flakes can then be locked by executing the command nix flake lock[49:8.5.19]. In
the case of Git-based URISs, this will lookup the commit that the specified reference is pointing to. It
will then save the hash of the commit to a file called flake.lock. Nix can then continue to use the
locked state, even if the reference changes, as long as the commit it pointed to is still available. The
user can conveniently update the locked commit to the current state of the reference by running nix
flake update[49:8.5.24]. Flakes are an experimental feature of CppNix[49:12.4], but widely used in
the community[20].

External locking tools like Niv*, Npins® and Gridlock® are separate programs, that allow managing
external dependencies in an ergonomic way. In essence, they also provide command line interfaces
for adding and updating fetchers. They behave similarly to the nix flake command with regard to
locking, but are not interoperable with it.

2.3 Update Security

In this section, I will lay out the relevant prior work on update security. After describing some research
on package manager security, I will introduce The Update Framework, which provided the main
inspiration for the threat model and considered attacks of this work. I will continue by outlining
Git-specific Metadata Manipulation Attacks and then Gittuf, a tool with similar aims which will be
used in chapter 4 and chapter 5. The section will close with a description of security mechanisms of
package managers displaying similarities to Nix.

[12] provides an analysis of ten popular package managers and their vulnerabilities against repository
compromises, where a repository consists of packages and matching metadata. Cappos et al. provide a
list of attacks and analyze whether they are prevented by the security mechanisms of each package
manager. They derive a hierarchical classification scheme based on which part of the package distribution
chain is signed by the providers, which I will later use for my analysis of Nix. In this scheme, not
signing any files sets the baseline as being the least secure distribution practice. Package managers
that require repositories to sign their root metadata file (a. k. a. repository index) are considered the
most secure design.

In [13] the same authors provide insights into package manager architecture based on an analysis of
Apt and Yum. They derive rules to follow when distributing packages and tie each viable attack on a
package manager back to a violation of a rule. The authors further conceptualize three design principles
for secure package managers,

4https://github.com/nmattia/niv
Shttps://github.com/andir/npins
Shttps://github.com/1f-/gridlock

11



https://github.com/nmattia/niv
https://github.com/andir/npins
https://github.com/lf-/gridlock

o selective trust delegation
e customized repository views and
o explicitly treating the repository as untrusted

, which will be included in the discussion in chapter 5.

[2] also analyzed a series of package managers with a focus on the Perl Package manager Cpan and
derive general recommendations from their analysis. However, these mainly boil down to ensuring
correctness of the implementation and do not go into conceptualization.

Contrary to this narrow focus, the Authors of [6] encompass all ways a package manager’s security may
be at risk, which they categorize into three groups:

o malicious registries, where the threat originates from the package registry itself,
o malicious developers, where vulnerabilities are introduced upstream, and
o malicious integration services, where attacks are possible through code pipelines.

The article then introduces a concept to solve all three vectors with the downside of missing backwards-
compatibility. This thesis will only focus on attacks from malicious registries and preventions for the
preexisting Nix infrastructure.

2.3.1 The Update Framework

The Update Framework[11, 56] (TUF) establishes a concept for designing secure software update
mechanisms. It builds on the work in the previously mentioned literature and aims to prevent the
(total) compromise of an update client, even if the update server or a part of the trusted developers
were compromised. TUF intends to secure against the compromise of some signatures by:

o distinguishing between different roles

¢ enabling threshold signing

o allowing selective trust delegation and

o using validity periods to detect freeze attacks.

As noted by [18], TUF was designed with binary distributions in mind, and some of the problems it
solves don’t occur with functional models in general. However, the framework addresses a similar threat
model as this thesis and is valuable literature for its general approch of auditability through signing.
The specification also provides a list of plausible attacks which will be used in chapter 3.

2.3.2 Metadata Manipulation Attacks on Git

[60] introduces metadata manipulation attacks on Git. These target developers of a project and can
be performed by attackers that control the developer’s view on a synchronizing repository, either
by compromising the synchronizing server, the communication channel between the developer and
the synchronizing repository or by being an insider with write access. The authors demonstrate how
manipulation of references can mislead developers to merge changes unintendetly, roll back the repository
state or miscoordinate their work. The following chapters will show how metadata manipulation attacks
may effect Nix’s update mechanisms.

2.3.3 Gittuf

Gittuf” is a tool to protect Git repositories from supply-chain attacks. As such, it reduces the damage
an attacker can do, even in the case of an sustained compromise of the central repository, which is
similar to the threat model of this work. Its design goals include the protection from Git metadata
manipulation attacks on the development process. To mitigate attacks, Gittuf logs the manipulation of
references to history, which is synchronized through the central repository. Because the log is signed,
it cannot be changed by an unauthorized party without alarming verifiers. By having each reference
change be signed by a trusted developer, Gittuf ensures that an update client cannot be presented with
a state that has not been authorized by the developers. When cloning a Gittuf-enabled repository, the

“https://gittuf.dev
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program can compare the initial root keys of the downloaded repository against preknown keys. This
can be used to bootstrap trust.

Gittuf is based in academic research[60] and under active development. It supports a multitude of
signature schemes and can be used to grant fine-tuned permissions to developers. I will show how
Gittuf can be used to protect Nix expression updates and discuss use cases.

2.3.4 Other Package Managers

Package managers are used for installing, updating and removing software on a system[55] and are
often entwined with the operation system. This subsection will showcase update security mechanisms
from other source-based package managers to show how they approached the same problem.

Portage® is the default package manager of Gentoo[22:12]. It is a source-based package manager and
provides its package descriptions (Portage tree) through a central Git repository, similar to Nix. Each
commit in this repo is signed with the committing developer’s PGP key[30]. To verify the authenticity
of the signing keys, the user is expected to employ known techniques such as a web of trust[14]. This
has the advantage of not requiring a central authority and instead allowing the user to specify whom
they trust. However, it presents no structured approach to verifying historic commits[18] and is more
difficult to use[5:3.10].

Pacman, the package manager of Arch Linux[22:11], also uses PGP keys, although with 5 keys considered
universally trusted. Those central identities can collectively delegate trust to package maintainers,
who in turn sign the released packages[47]. The package index however is not signed and therefore
vulnearble to manipulation, which means Pacman should be considered insecure against attacks by
malicious registries[12].

A couple of language-specific repositories moved towards partially adopting TUF in their distribution
mechanism, such as Haskell’s Hackage[19] and Python’s PyPI[39]. For Ocaml’s Opam [46] proposed a
concept for how TUF could be integrated into the package manager. The authors also present with
Conex a client, that is able to verify packages and assist developers in signing them. As of yet, the
mechanism is not used by the official repository.

Guir®[17], a functional package management tool heavily inspired by Nix, already offers independent
cryptographic verification of updates to its central package repository. The introductory article [18]
provides a tool to check the security constraints of the Guix project, which is used in the default
Guix update mechanism. Essentially, the repository includes a file containing the public keys of all
developers. For a commit to be deemed verified, it must be signed by at least one key from each of its
parent commits. The article offers a generalization of the tool for other projects, but also mentions how
different workflows might hinder a direct transfer. Chapter 9 provides some context on other build
systems and frameworks, including Nix. Git-Verify, which will be described in chapter 4, is based on
the commit verification of Guix.

Expression verification was also previously discussed by the Nix community[35, 40, 48, 57, 61]. However,
efforts to implement a Guix-style verification mechanism for Nixpkgs were abondoned as it was deemed
not to fit Nixpkgs’ contribution workflow[54]. Expression verification for Nix Flakes remains an open
issue[25].

8https://wiki.gentoo.org/wiki/Portage
Yhttps://guix.gnu.org
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Chapter 3

Attacks on Nix Updates

By making the path from source code to deployment more direct and auditable, Nix can offer robust
security properties to the user[23]. Nonetheless, in this chapter I will point out some limitations of
Nix’s current security model regarding the distribution of expressions. My study assumes a user who
is unable to audit changes on every expression update, but instead wants to delegate trust to the
expression’s developers. After general remarks on development and distribution mechanisms, I will
outline the considered threat model and define the security goals. I will then list the attacks on update
integrity from literature and show whether they are relevant for the stated threat model.

3.1 Attacks on Development and Distribution of Nix

Generally speaking, development and provisioning of the code can be viewed as separate steps. For
example, Guix develops their central expression repository through a mailing list!'[18] and provides it
to users as Git repository and tar archive? for consumption. Nix code is often developed using a central
forge (e. g. Github) and distributed in a multitude of formats, including Github API file downloads
and tar archive downloads.

When developing code using a central repository, it is sensible to use that to distribute it as well, as
setting up a separate distribution mechanism would increase the attack surface. However, the central
repository still remains as a single point of failure that could be attacked to compromise the software’s
development or its distribution. In the introductory thesis[24:6.1] the author writes about Nix’s trust
model:

We also assume that the set of expressions has been received unmodified [...], meaning that
they have not been modified by a “man in the middle”.

Developers typically won'’t provide the expression directly from their computer, but instead have a Git
forge distribute it in their place. Although the code is usually fetched from the forge via a protected
channel, the forge itself or a malicious actor with access to it might alter the expression.

[24] suggests using cryptographic verification to protect against manipulation. However, until now Nix
did not have a structured approach to mitigate this danger as its tools did not support digital signature
verification. This thesis proposes changes to do so.

3.2 Threat Model

I will consider a Nix expression that is developed cooperatively by multiple developers through a central
Git repository. The users regularly update the expression from the central repository (or a fork thereof).
The update is done by fetching a specific Git reference (e. g. heads/main) from the central repository
and using the commit it points to. It might be done automatically and unsupervised.

Thttps://lists.gnu.org/archive/html/guix-commits
2https://git.savannah.gnu.org/cgit/guix.git
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I further assume that an attacker has write access to the central Git repository (creating a malicious
registry[6]). The attacker may have achieved this by

e compromising the forge server,

o performing a machine-in-the-middle attack on the communication between the forge and a
developer or update client or

e being handed access to the repository.

Depending on the concrete scenario the attacker is able to present an altered view of the repository
or deny access to it to some or all developers and clients. The attacker does not have access to the
developer’s machines or their private keys.

3.3 Security Goals

A given security system should ensure update integrity, meaning if an update is successful, the new
code is the latest that was intended by the developers to be distributed. In any other case the update
should fail.

The availability and confidentiality of the update as well as the availability of the clients will not be
considered.

3.4 Viable Attacks

The latest TUF specification[11] lists the following attacks on update integrity (selection by the author,
formatting added):

e Arbitrary installation attacks: an attacker cannot install anything they want on the
client system. That is, an attacker cannot provide arbitrary files in response to download
requests.

e Extraneous dependencies attacks: an attacker cannot cause clients to download or
install software dependencies that are not the intended dependencies.

e Indefinite freeze attacks: an attacker cannot respond to client requests with the same,
outdated metadata without the client being aware of the problem.

o Mix-and-match attacks: an attacker cannot trick clients into using a combination of
metadata that never existed together on the repository simultaneously.

e Rollback attacks: an attacker cannot trick clients into installing software that is older
than that which the client previously knew to be available.

o Vulnerability to key compromises: an attacker, who is able to compromise a single key
or less than a given threshold of keys, cannot compromise clients.

o Wrong software installation: an attacker cannot provide a file (trusted or untrusted)
that is not the one the client wanted.

As mentioned before, some of the problems it tackles don’t occur in Nix’s functional and source-based
model, because TUF was created for artifact-based updates.

o Extraneous dependency attacks cannot be performed, because Git commit objects are content
addressable. If the correct commit is retrieved from the server, all build dependencies are resolved
correctly by Nix.

o Wrong software installation attacks are a conceptual mismatch with source-based models.

Notice, that the presence of protection against an arbitrary installation attack is assumed, because if
this is not given, all security mechanisms against attacks via the repository are unnecessary. When
taking into account the metadata manipulation attacks from [60] this leaves the following attacks:

e arbitrary installation attacks
o indefinite freeze attacks
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¢ mix-and-match attacks

o rollback attacks

o key compromises

¢ Git metadata manipulation attacks

Section 2.3 introduced a classification of package managers by their usage of signatures from [12].
By referring to this classification, Nix must be considered a “package manager without security”,
as it fully trusts the repository and does not have mechanisms to protect against its manipulation.
This corresponds to having no protection against TUF’s arbitrary installation attack. However, by
implementing a signature scheme, as recommended by numerous literature [4, 12, 24, 56] and proposed
by this thesis, it could easily become a package manager with “root metadata signatures”, the highest
security level of the classification. The remainder of this thesis will discuss how such a mechanism
could be implemented to protect from the outlined threats.
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Chapter 4

Prevention mechanisms

When considering the central synchronizing repository untrustworthy, as done by our threat model, the
user needs to be able to verify, the content has not been modified on the path from the developer’s
machine to theirs. As described in chapter 3, cryptographic signatures are a well-established mechanism
to do so. This chapter introduces three tools that use signatures to verify Nix expression updates.
In essence, they provide the user with ways to reconstruct and verify the development process algo-
rithmically. They differ, amongst others, in the scope of what is verified to be authored by a trusted
developer:

e Nix commit verification ensures that a commit was authored by an authorized developer

o Git-Verify additionally ensures that all ancestors were authored by authorized developers

o Gittuf additionally ensures that the whole development process was protected against metadata
manipulation attacks

However, signature verification cannot guard against rollback attacks, as an attacker does not attempt
to modify files but merely serves an old state as the newest one. Therefore, I additionally modified the
Nix locking system Niv to enable the detection of rollback attacks, which I will describe at the end of
the chapter.

4.1 Nix Commit and Tag Verification

One simple way to provide better update security to Nix deployments is to integrate checking Git
commit and tag signatures in Nix’s Git fetchers.

As part of this work I implemented Commit signature verification into CppNix'. The feature is
available for the built-in Git fetcher through the verified-fetches experimental feature since version
2.19[49:12.4]. It can be enabled by passing verifyCommit = true to the fetcher. Additionally, SSH
keys are passed to the argument publicKeys as a list of attribute sets, each containing key with the
public key and type specifying its type. As a convenience, if only a single key should be specified, it
can be passed as publicKey. Listing 4.1 shows a fetcher with commit verification using a single key.

Listing 4.1: built-in fetcher using commit verification

builtins.fetchGit {
url = "https://github.com/Nix0S/nixpkgs.git";
verifyCommit = true;
publicKey = {
key = "AAAAC3NzaC11ZDIINTES5AAAAIGAU1j612£Q2q9wPiogNJfMWnTeff0APdsH46fgla041";
type = "ssh-ed25519";
}
};

Thttps://github.com/NixOS /nix/pull/8848
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During fetching CppNix usually selects a commit, either the one that was explicitly specified via the
rev argument or the one derived from a passed reference. The only case, where Nix does not select
any commit when fetching Git repositories are when fetching repositories on the same file system, that
incorporate uncommitted changes and ref = HEAD was passed. In this case, commit verification will
yield an error, because there is no commit that could have been signed. Otherwise, the selected commit
is examined for a Git commit signature. If no signature is present, then Nix throws an error. Otherwise,
the signature is checked against publicKeys. If any private counterpart of the keys can be proven to
have produced the signature, the fetching continues. If no key matches, Nix will throw an error and
halt the build.

Git tag verification is not yet implemented in the Nix built-in Git fetcher, but could follow the same
basic mechanism. It might be enabled by passing verifyTag = true to the built-in Git fetcher. If rev
was specified or if ref does not name a reference pointed to a Git tag object, the function would throw
an error. Otherwise, Nix would ensure that the tag object is signed and the signature matches a key in
publicKeys.

Commit and tag verification could also be transferred to the Nixpkgs Git fetcher with the same
parameters and semantics. Importantly, the verification would have to be perfomed outside of the
fixed-output derivation for reasons discussed in section 5.1.5.

4.2 Git-Verify

Git-Verify? implements the Guix verification mechanism[18] and expands it with a number of features
to enable usage and adoption in Nixpkgs and other large Nix projects.

In this section, I will first lay out the requirements on a repository for Git-Verify to be able to function.
Next, I will provide a formalization of how the program decides what is considered trustworthy, before
commenting on the implementation details and enhancements.

4.2.1 Requirements for Verification

As with the Guix verification mechanism, a Git-Verify secured repository must contain a committers
file, holding the necessary information for verifying following commits. By default, Git-Verify assumes
the file is named committers. json and is located at the root of the repository. The file format chosen
for Git-Verify is based on JSON and looks as follows:

{
"committers": {
<committer 1 name>: {
"email": <committer 1 email>,
"publicKey": <public key>,
}
}
}

The committers’ name and e-mail address must match their commit settings. Currently only SSH
Ed25519 keys[34] are accepted as public keys. Listing 4.2 shows a minimal example of a committers
file, which forbids any modification from anyone other than Alice. The committers file in listing 4.3
also allows modifications from Bob.

To confine the impact of a compromise, Git-Verify makes it possible to restrict permissions of committers.
For this, any committer definition can contain an additional attribute allowed, that lists which files
and directories the committer can change. Permissions to change a file also include file creation and
deletion. If an entry ends with /, it is considered a directory and the commiter can change all contained
files and subdirectories. If the attribute is not defined, the committer will be allowed to change any file.

2https://codeberg.org/flandweber/git-verify
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Users may also additionally define one of protected and unprotected as a top level attribute, which
also must be a list of files and directories. protected causes the verification mechanism to only include
its file paths. unprotected causes them to be excluded from it respectively. If neither is given, then all
files will be considred protected.

Listing 4.4 displays a committers file with a more granular access control. Additionally to the two files
committers.json and README.md, only the folders src/ and doc/ are protected in the first place. All
other files and folders may be changed without authentication without having the verification fail. Of
the protected files, Bob can only change README.md as well as all files in src/submodule/ and doc/,
while Alice can modify all files.

Listing 4.2: simple committers file

{
"committers": {
"alice": {
"email": "alice@example.com",
"publicKey": {
"type": "ssh-ed25519",
"key": "AAAAC3NzaC11ZDIINTESAAAAIGAU1;j612fQ2q9wPiogNJfMWnTeff0APdsH46fgla04l
(_>Il
}
}
}
}

Listing 4.3: committers file with multiple com-
mitters

Listing 4.4: committers file with protected files
restrictions

{ {
"committers": { "protected": [

"alice": { "committers. json",
"email": "alice@example.com", "README.md",
"publicKey": "src/",

} , "dOC/ "

"bob": { 1,

"email": "bob@example.com", "committers": {
"publicKey": "alice": {
} "email": "alice@example.com",
} "publicKey":
} 3,
"bob": {
In these listings the public keys are omitted for "email": "bob@example.com",
brevity. "allowed": [
"README.md",
"src/submodule/",
"doc/"
1,
"publicKey" :
¥
}
}

Additionally to a committers file, every verification process requires an introduction. An introduction is
a commit that is given to the verifying client out-of-band as a trustable state and does not change. The
file tree of the introduction needs to contain a committers file, because it is used to bootstrap trust in
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all following commits. For the same reason the introduction needs to be an ancestor of any commit
that the client is trying to verify.

4.2.2 Verification Invariant

The verification invariant describes which commits can be trusted by an updating client according
to Git-Verify. It is a recursive definition that introduces trust through the introduction and can be
summarized as

1. The introduction is verified.

2. All children of only verified commits are verified, if they were signed with a valid signature. A
valid signature is one that was generated using a key, that is allowed to change all files in the
difference between each parent and the child.

3. Any auto-merged commit with only verified parents is verified.

Formally, the set of verified commits (with respect to introduction i) Verified, C Commits can be
defined as in eq. (4.1),

i € Verified, (4.1a)
Ve € Commits :(¥Yp € Parents, : p € Verified; Avalid(p,c)) = ¢ € Verified, (4.1b)
Ve € Commits :(Parents, C Verified; N |Parents,| > 2

4.1c
A automerge(Parents,) = Tree.) = ¢ € Verified, (4-1¢)

where valid : Commit x Commit — B describes whether a commit was made according to protocol. To
define valid(p, c), let changed = { file|(file, hash) € Tree,ATree,}, the set of files that were changed
from p to c. Further let changedProtected describe the set of all protected files in changed, according
to the committers file in T'ree,,. Then valid(p, c) is T'rue iff

o changedProtected = () or
e cis signed by a public key k and the committers file in T'ree,, gives the owner of k permission to
change all files in changedProtected.

4.2.2.1 Example 1

Figure 4.1 shows a simple example of a commit graph with committers files. Each commit’s committers
file is referenced in the brackets. The names on the edges describe who committed and signed the
commit. Protected files and restrictions of committers are not part of this example.

We shall now determine the set of verified commits according to the verification invariant as stated
above. For this, c1 will serve as the introduction.

e cl € Verified,;, because the introduction is always verified (eq. (4.1a)).

e 2 € Verified,,, because it was created and signed by Alice and they are in c1’s committers file.

e ¢3¢ Verified,,, because it was created by Bob, who is not part of c1’s committers file.

e c4 € Verified,,, because Alice changed the committers file with ¢2 to include Bob, allowing him
to commit c4.

e ¢b ¢ Verified,.,, because its parent ¢3 ¢ Verified,.

Therefore Verified,, = {cl,c2, c4}.

4.2.2.2 Example 2

Figure 4.2 introduces a slightly more complex example, that includes fine-grained control through
protected files and restrictions. Table 4.1 lists which files were changed by each commit. To reiterate,
listing 4.2 only allows changes from Alice while listing 4.4 allows changes from Bob to src/submodule/,
doc/ and README.md and anyone to folders outside of src/ and doc/. As before, I will explain for each
commit why it is or is not verifiable. For the verification we will choose to use ¢2 as the introduction,
since it is the first commit with a committers file.
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cl
(listing 4.2)

c2
(listing 4.3)

c4
(listing 4.3)

c5
(listing 4.2)

Figure 4.1: simple commit graph with committers file

o cl ¢ Verified,,, because the introduction is not an ancestor of it.

e c2 € Verified.y, because the introduction is verified by definition.

e c3 € Verified,,, because its parent is verified and its committers file allows Alice to change any
files.

o cd € Verified,,, because the parents committers file allows Bob to change src/submodule.

e cb € Verified,, for the same reasons as c3.

e ¢6 € Verified,, even though it was not signed, because it does not change files and is therefore
an auto-merge, which is verified if its parents are.

Therefore is in this example Verified , = {c2,c3,c4,c5,c6}.

c2
(listing 4.2)

c3
(listing 4.4)

c4
(listing 4.4)

cb
(listing 4.4)

c5
(listing 4.2)

Figure 4.2: commit graph with committers file with protected files and restrictions

commit | changed files
cl src/code.nix
c2 committers. json
c3 committers.json, src/code.nix
c4 src/submodule/code.nix
ch src/feature.nix
c6

Table 4.1: changed files by commit

4.2.3 Implementation

The program was implemented in Haskell?, a general purpose, typed, functional language[45]. Due to
its relative proximity to formal methods, Haskell often allows users to express concepts from theory

3https://www.haskell.org

21


https://www.haskell.org

with little change[59]. In this case, it allowed stating the verification invariant in an almost unmodified
form, which narrowed the gap between its conceptualization and the running code. This is desirable to
avoid differences between the two and therefore implementation bugs.

As described before, Git allows signing commits with multiple tools. I chose to prioritize SSH signatures
in Git-Verify, due to its widespread adoption as a signature format and because multiple community
members expressed their concern about the complexity of GPG* usage[54].

4.2.4 Git-Verify Fetcher

To make Git-Verify verification practical in some Nix deployment scenarios, I developed a Nix fetcher
that is similar to the Git fetcher from Nixpkgs and automatically performs the verification.

Listing 4.5 shows how a call of the fetcher can look like. As with the Nixpkgs fetcher, the user
must specify the url and version of the repository to fetch and a checksum to ensure no content was
modified. Additionally the argument intro is passed for the verification, which must be the hash of
the introduction. If the verification fails, the fetcher exits with an error.

Listing 4.5: Nix expression with Git-Verify fetcher

{ fetchgitverify }:
fetchgitverify {
url = "https://github.com/nixos/nixpkgs.git";
rev = "057f9aecfb71c4437d2b27d3323df7£93c010b7e";
hash = "sha256-MxCVrXY6v4QmfTwlysjjaX0XUhgBbxTWWB4HXtDYsdk=";
intro = "4ecab3273592f27479a583fb6d975d4aba3486fe" ;
}

As mentioned, it is common to use locking tools to update Nix fetchers. In order to make updates to
fetchgitverify more ergonomic, I added it to a fork of the locking system Niv®. When using the forked
version of Niv, update sources can easily be added by executing niv add gitverify <repository
url> --intro <intro SHA1 hash> in a Niv-enabled project.

4.2.5 Possible Enhancements

There are multiple features that could further expand the usability and security properties of Git-
Verify, but which were as of yet not implemented. In the following, I will list concepts that could be
implemented in future work.

o Sub-projects would allow delegating permission management from a central committers file of the
repository to smaller units. This would be possible by allowing an additional top-level attribute
to the committers file, which specifies folders that are to be considered sub-projects. These folders
would be required to contain a committers file. Changes to them would only be verified using the
sub-projects committers file, which would allow them to autonomously manage their members
and permissions.

o Tag verification would allow checking the signature of Git tags. This would help prevent some
redirection attacks by giving the developer the option to sign a Git tag and having Git-Verify
check the signature against a key specified in the committers file.

o Timed tag verification could additionally be used to prevent indefinite freeze attacks and some
Git metadata manipulation attacks. By allowing developers to specify branches for which a tag
object is created at a certain interval, This tag would probably be automatically created using an
online key and could be similar to TUF’s timestamp role.

o Because auto-merges can go unsigned, this allows any privileged attacker to conduct a merge as
long as it does not produce a conflict, which might be undesirable for the user’s threat model.
For this reason users may want to disable the verification property that accepts any auto-merged

4https://www.gnupg.org
Shttps://github.com/flandweber /niv/tree/gitverify
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commit with verified parents (eq. (4.1c)) through a committers file attribute. For forward-
compatibility, Git-Verify already allows committer files with an optional top-level attribute with
the name automerge and a boolean value.

o To further speed up the verification mechanism, commits, that were already verified with respect
to a given introduction, could be cached locally.

4.3 Gittuf Nix Fetcher

To make Gittuf usable in the Nix context, I developed a fetcherS that works similarly to the Nixpkgs
Git fetcher, but includes Gittuf’s verification. Because Gittuf’s threat model does not only protect
commits, but additionally protects against reference manipulations, a verification always needs to be
perfomed with regard to a specific reference. The fetcher additionally requires the projects root keys to
bootstrap trust. An example use of the Gittuf fetcher can be seen in listing 4.6.

Listing 4.6: Nix expression with Git-Verify fetcher

{ fetchgittuf }:
fetchgittuf {
url = "https://git.example.com/project.git";
rev "057f9aecfb71c4437d2b27d3323df7£93c010b7e" ;
ref "main";
root-keys = [./project-root-key.pem]
outputHash = "sha256-MxCVrXY6v4QmfTwlysjjaX0XUhgBbxTWWB4HXtDYsdk=";

The verification is done by calling Gittuf and consists of three steps:

1. clone the repository and verify that the root keys match
2. verify the given reference
3. verify that the given revision is part of the references history

This process saveguards against most possible attacks on update integrity as will be shown in the
following chapter.

4.4 Niv Rollback Protection

The simplest way to implement rollback protection in the Git context is to ensure that the previous
locked commit is an ancestor of the newly locked commit. However, Nix does not allow fetchers to
access previous iterations of their package, as their behavior is not supposed to change depending on
that. As this prevents rollback protection to be implemented as part of the Nix expression, it must be
part of the updating program, e. g. Nix Flakes or Niv, which does have access to the previously locked
state.

I implemented the additional command line flag ——rollback-protection to the update mechanism of
the third-party tool Niv’. It causes Niv to download the repository to a temporary folder and verifies
that no rollback to a previous state occured by calling a Git command. If the verification fails, no
update to the lockfile is performed.

Figure 4.3 shows an example commit graph that is modified over time. Niv tracks the main branch and
tries to update to the commit it points to at every time. The doubled border marks the previously
locked commit. In fig. 4.3a the reference is fetched for the first time, therefore there is no previously
locked commit. ¢2 is recorded in the lockfile. In fig. 4.3b the reference moved from ¢2 to c4. As c2
is an ancestor of ¢4, the update will succeed. The same goes for fig. 4.3c, where c4 is updated to the
merge commit ¢6. In fig. 4.3d however, the main branch is rolled back to commit ¢3. Updating ¢6 to
¢3 would violate the protection as the later is not an ancestor of the former. Therefore this update will
fail if performed with rollback protection enabled.

Shttps://codeberg.org/flandweber /fetchgittuf
"https://github.com/nmattia/niv/pull/405
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Figure 4.3: Commit graphs of update with rollback protection
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Chapter 5

Discussion

After describing possible attacks in chapter 3 and introducing mitigations in chapter 4, this chapter
will cover the merits and limits of the suggested security tools. The first section will dive into the
verification solutions and their Nix interfaces, whereas section 5.2 will discuss rollback protection in the
Nix update process.

5.1 Comparison of Verification Tools

In the following, I will list the benefits and drawbacks of each of the three considered verification tools
for securing Nix updates: Nix commit verification, Git-Verify and Gittuf. First I will take a look at
their security guarantees. I will go on to assess the solutions according to additional criteria, which I
derived from my review of the discourse[40, 48, 54, 61] as well as conversations with individuals from
the Nix community.

5.1.1 Security Benefits

Table 5.1 gives an overview of the security benefits of the proposed fetchers. All solutions protect
against arbitrary installation attacks and thus reduce the ways an attacker can introduce malicious
code to the client’s system. Projects that use Git-Verify for commit verification are vulnerable to
some mix-and-match attacks through the auto-merge verification as described in section 4.2.5. As
can be seen, Gittuf is the only mechanism that can fully protect against developer key compromises
by employing threshold signing. Git-Verify still holds some protections in the case of a developer
compromise, because it allows owners to administer fined-grained access control. Gittuf is also the only
mechanism to prevent metadata manipulation attacks on the repository’s development and distribution
as the other solutions only consider the commit graph.

Attack fetchGit with com- fetchgitverify fetchgittuf
mit verification
v

X
)(1
X
V2
X

! Some signed states could be merged through auto-merges.
2 Git-Verify only protects parts of the repository in which the compromised developer has no
permissions in.

arbitrary installation attack
indefinite freeze attack
mix-and-match attacks
rollback attack

key compromise

XXXNXN

NAXSNXN

Git metadata manipulation attack

Table 5.1: security benefits of Nix commit verification, Git-Verify and Gittuf
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As described protection against rollbacks and indefinite freeze attacks cannot be implemented by any
fetcher on its own, but will have to be enabled through the executing environment, i. e. the Nix Flakes
command or a third-party locking tool.

All three fetchers can help Nix honor the design principles laid out in [13]. The principal of selective
trust delegation is implemented by Git-Verify and Gittuf, while it cannot be performed using Nix
commit verification. Customized repository views are partially already possible through Nixpkgs’
concept of overlays[50], but are not considered as part of this work. The recommendation to explicitly
treating the repository as untrusted however is central part of it and all three techniques further Nix’s
adherence to it significantly.

5.1.2 Nixpkgs Contribution Workflow Support

With a significant backlog of pull requests’ it is of great importance that any solution adds as little
work for the contributors and maintainers as possible. Ideally, the tool should preserve the Github web
GUI based contribution workflow of Nixpkgs to the widest extent possible. I will now first describe the
relevant parts of a typical contribution workflow and then mention changes, that the three tools would
require. For simplicity, a branch b in a given repository r of user u is denoted as u/r/b.

A typical contribution to Nixpkgs consists of the following steps

1. A forks Nix0S/Nixpkgs to A/Nixpkgs
A pushes new commits to A/Nixpkgs/fix-branch
A creates a Github pull request (pr) from A/Nixpkgs/fix-branch to Nix0S/Nixpkgs/master
A adds tag backport release to indicate that the change should be made to branch release
as well
B reviews the pr and requests changes in a comment at the Github web GUI
A makes changes to A/Nixpkgs/fix-branch
B reviews the pr again and approves it
B merges the commits to Nix0S/Nixpkgs/master in one of three ways via Github’s merge queue:
a. Merge commit
b. Rebase and fast-forward merge
¢. Sqash merge commit
9. Github’s CI automatically opens a Github pull request from Nix0S/Nixpkgs/backport-<pr
number>-to-release to Nix0S/Nixpkgs/release
10. B merges the commits in one of the three ways via Github’s merge queue

=N

® N

All solutions except Git-Verify require all commits touching protected files to be signed, which means
developers could not continue to merge through the Github interface as in step 8, if the commit affects
protected code. Git-Verify, by supporting auto-merges, allows merging via merge commit (8a) through
the Github web GUI, but also cannot support the other two merge-styles.

All solutions additionally require B (the maintainer) to sign and recommit the changes and push them
to A/nixpkgs/fix-branch, if A is not allowed to make these changes, which is an additional step in
the review process and could slow down contributions to Nixpkgs. B also needs to repeat the offline
signing for backports (10).

5.1.3 Nix Update Flow Support

As users require or prefer specific ways, the tooling should support a broad range of ways to include
external expressions. As explained in section 2.2.5, Nix expressions that are fetched via Git are usually
updated in of the following ways:

1. Flake update

2. Built-in fetcher update as
a. refresh of remote reference (for unlocked fetchers) or
b. argument update (for locked fetchers)

3. Nixpkgs fetcher argument update

Thttps://github.com/NixOS/nixpkgs/pulls
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4. Third-party locking tool update

Nix commit verification cleanly integrates into Nix Flake updates and the built-in Git fetcher. The
other methods cannot support those two, because of the limitations on what is exposed to custom
fetchers by Nix. Support for Git-Verify verification could be added by optionally having the built-in Git
fetcher preserve a deterministic part of the Git history of the fetched repository. Nix built-in support
for any verification method could be enabled by making the fetch process more generic, e. g. though
user-defined hooks.

All verification workflows could be supported by Nixpkgs fetchers. I showed this for Gittuf and Git-Verify
by implementing the according functions and described, how support for basic commit verification
could be added to the existing Nixpkgs Git fetcher. The new fetchers could be supported by third-party
locking tools to make updates more ergonomic, as shown at the example of fetchgitverify and Niv.

5.1.4 Key Management

For bigger projects such as Nixpkgs, it is important to have a way of adding new developers to the
project and invalidating keys. A process to do so is integrated into Git-Verify and Gittuf, while Nix
commit verification lacks it. Therefore only Git-Verify and Gittuf may be suitable for providing update
security to expression collections with requirements for central key management.

5.1.5 Verification in fixed-output derivations

Regardless of their capabilities there are two distinct ways of implementing verifying fetchers in Nix.
The difference lies in how the separate steps of downloading and verifying relate. For the explaination,
I will distinguish a Git fetchers payload, which will be the files referenced by a commits tree, from
the wverification data, which are the additional files required for verification. For all aforementioned
tools, the verification data is a subset of the files in the .git directory of a given repository. As almost
all fetchers depend upon network access at build time for the file download, they typically contain
a fixed-output derivation and thus require a hash. In essence, the difference between the ways of
implementing verifying fetchers is, whether the hash is only calculated on the payload or if it also
includes the verification data.

The naive way to write a verifying fetcher is to have downloading and verification be part of the same
derivation (without network isolation). Because the output of the derivation will typically only be
the payload, it is trivial to have the fetcher always build the same files and thus match the checksum.
However, recall that a derivation is never realized, if their Outpath already exists in the Nix store.
Additionally, remember that fixed-output derivations depend only on the attributes outputHash and
name for the calculation of their Outpath. Therefore a build process will not be run, if a derivation
with the same outputHash and name is already in the store, even if it was acquired through different
build instructions. This is the case because Nix does not have a concept of verification and thus doesn’t
care how files were build. The substitution of builds through preexisting files obtained in a different
way makes it impractical to implement checks as fixed-output derivations.

To mitigate this, one could (ab-)use the name attribute to integrate a second checksum into the Outpath
of a fixed-output derivation. The second checksum could not only depend on the derivations outputHash
and name, but also on its build instructions and dependencies and therefore simulate a non-fixed-output
derivation. This would protect against accidental substitutions through derivations with instructions
an dependencies, as shown by [33]. Nevertheless, it is rather a hack that is not supported by Nix’s
model. This has the effect, that it cannot protect against scenarious where an attacker causes Nix to
build a non-verifying fetcher to prevent verification through a verifying fixed-output fetcher on purpose.

Therefore, the download of files and verification should instead be split up into two components
whereever possible. In this pattern, payload and verification data are downloaded through a fixed-
output derivation. Then, checks on the files are run in a separate, isolated build process, which copies
the payload to its output if they succeed. As the verification is not defined by a fixed-output derivation,
CppNix will not substitute it through files definied by a different derivation. However, it requires the
downloading fetcher to build a deterministic output of not only the payload, but also the verification
data. Figure 5.1 visualizes the difference between the concepts as a dependency graph.
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Figure 5.1: Dependency graphs of fixed-output verifying fetcher and proper verifying fetcher

The Nixpkgs Git fetcher does have attributes to download a commit including its history deterministi-
cally[50]. As Git-Verify only depends on those as verification data, I was able to let the Nixpkgs Git
fetcher handle the download of the required files and implement the verification of fetchgitverify
based on those. This can be seen in its dependency graph in fig. 5.2, where fetchgit is a fixed-output
derivation and fetchgitverify is a non-fixed-output derivation that depends on it.

Gittuf however requires additional files from the .git directory as verification data, that cannot be
deterministically downloaded by the Nixpkgs Git fetcher. I therefore implemented the check in
fetchgittuf as part of the fetchers fixed-output derivation, as shown in its dependency graph in
fig. 5.3. This makes the fetcher vulnerable to the described substitution problem and it is therefore
not secure to rely on it for verification yet. The fetcher could be improved by integrating a second
checksum as part of its name like described in [33]. It could be fixed properly by developing a method to
download the files required for verification deterministically and seperate this into its own component.

Fundamentally it can be asserted that verifications should never be performed as part of fixed-output
derivations. This may complicate implementations of verification processes significantly, but also furters
reproducibility as verifications cannot implicitly depend on online recources (like key revocations).

Ny

l git } %{ fetchgit H—){ fetchgitverify ‘

git-verify

Figure 5.2: Partial dependency graph of fetchgitverify

% git } %{ fetchgittuf H

Figure 5.3: Partial dependency graph of fetchgittuf

5.2 Rollback Protection

As signature verification makes it more difficult for an attacker to create new files that are accepted
by clients, they may instead try to serve an old, vulnerable version of a signed file. To prevent this, I
suggested an implementation of rollback protection in the third-party locking system Niv in section 4.4.
In the following I will first discuss the addition’s characteristics as Git-based and then examine it as a
stateful protection mechanism in Nix.
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5.2.1 Git-based Rollback Protection

As Git as a VCS already provides versioning of source code, it is natural to use these for determining
whether a rollback took place. This does, however, enforce that the tracked reference is treated as
append-only by update clients. If a developer removes commits from a reference that is tracked by a
client (e. g. the main branch of a public repository), they risk that a client had already updated to it
an will therefore be unable to download the latest state. Yet, as removing commits from collaborative
branches is usually discouraged[15:3.6], this matches how many projects manage their commit history.

Additionally, clients may want to change the location they update from, for example to a different
branch or a fork of the reporitory. The current implementation of rollback protection in Niv requires
manual intervention, if the last updated commit is not an ancestor of the commit the new location
points to. This behaviour might be unexpected by the user.

5.2.2 Satefulness

As discussed before, stateful protection mechanisms cannot be implemented as Nix expressions, but
instead need to be part of the updating program. Becaus the guard against rollback attacks shown in
this thesis is inherintly stateful, this restriction applies to it. Such a mechanism can be effective, but
has several disadvantages over a solution implemented in the Nix language or CppNix.

An obvios disadvantage is, that it requires implementing rollback protection in every update mechanism,
while solutions implemented in Nix are more general and don’t depend directly on whether the user
uses Flakes, another locking system or updates fetchers manually. But even if they are implemented in
the relevant update mechanism, the check is only run by the updating party. Contrary to the signature
verifications above, it is not run at every rebuild. To understand the problem, consider a scenario where
a user consumes an expression that depends on other inputs. When the developer runs an update
of the expression with rollback protection enabled, the user must trust that the developers update
mechanism ran the check. Of course they could manually check if the update really does not constitute
a rollback, but it is not obvious from the diff of the expression files.

To move the verification process from the update tool to the fetchers, one could instead implement
rollback protection by adding a ancestors attribute to the Git fetchers. The attribute would take
a list of commit hashes and cause the fetcher to check, if all of them are part of the ancestors. An
update with rollback protection would then take the formally specified commit hash and add it to the
list passed to ancestors. With this, the user could easily see in any diff, if an update was made with
rollback protection enabled or not. Additionally to the added transparency, this implementation would
speed up the updates process, because the locking tool would merely move the commit hash and not
download the repository to verify the property itself.
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Chapter 6

Conclusion

In this work I demonstrated that Nix is vulnerable to several well-known attacks as it has no mechanism
to verify whether given update comes from a trusted developer. I introduced three ways to use signature
verification to mitigate attacks and discuss their security and usability.

Nix commit verification provides basic protections from repository-side attacks. It does not have key
managements built-in and therefore can only be used for projects with few developers. Of all solutions
Nix commit verification is best integrated in different update flows.

Git-Verify uses Git commit signatures as well, but also provides key management and granular
protections. It was built to support GUI-based merging and constitutes a simple solution for moderately-
sized and large projects, such as Nixpkgs.

Gittuf can principally defend against most attack vectors. It can employ a multitude of signature
schemes and provides large projects with the ability to fine-tune permissions. However, because the
implemented Nix fetcher verifies the expression as part of a fixed-output derivation, a user should not
rely on it.

All proposed tools decrease the abilities of unauthorized attackers, albeit to varying degrees. Nevertheless,
build-time verification cannot protect against freeze and rollback attacks, as protections against them
must be implemented statefully. I showcased how rollback protection can be provided as part of update
tools using the example of Niv. Yet in some scenarios it might be undesirable for users to rely on the
update tool for protection. Freeze attacks remain a threat.

In general, it is noteworthy that some security mechanisms, such as stateful protection and key
revocation, conflict with Nix’s functional design. These learnings draw into question whether an
expansion of the Nix’s design is warranted in order to cleanly integrate them into the respective
workflows. As efforts to harden supply chains intensify, expression update security will become more
relevant to the Nix ecosystem. This thesis demonstrates that Git can provide a good basis for adding
verification to Nix updates. Future work could refine the suggested tools, propose formal verification of
the mechanisms and implement protections against indefinite freeze attacks as well as consider update
availability.
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